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1. Introduction

In this paper we propose a new framework for Ul (user interface) evolution of software. Ul
evolution is a concept that UI should be continuously improved in response to the environment in
which software has been used. Most of commercial software, such as a word processor, 1s supposed
to be used for a wide range purpose. Yet, most software users actually use software for various
purposes. For example, one may mainly use a word processor for writing a letter while others may
use it for writing numerical formulas in a research paper. We claim that such difference in the usage
of software should be considered in the UI evolution.

However, traditional Ul improvement is based on the usability testing that uses only few
subjects[4]. Because of variety in actual software usage, such traditional style of improvement may
not always satisfy the software user who actually uses software.

The goal of this research is to evolve user interface that takes account of the environment where
software 1s used and how software is used. Our approach is to evolve user interface by collecting
each user's operation log through Internet. In this paper we propose two levels of Ul evolution.
First level evolution is to customize or to adapt a user interface by using local operation log.
Second level evolution is to customize or to adapt a user interface by using global operation logs
gathered through network.

Even though user logs are useful for UI evolution in response to the environment, we claim that
using only local logs is not enough for Ul evolution. It is because, a user may not always become
aware of a useful function or operation. However, even in such case, there may be other user who is
aware of useful functions and operations. In this situation, both local logs and global logs should be

used for Ul evolution.



2. Usage logs

Usage logs are series of user's operation to software, such as clicks on buttons and menu items.
Logging user's operations provides his/her own usage trends such as:

frequency in use of operations, and

repetition patterns of operations.

Frequency in use of operations will be used for evolving a user interface of a single user. For
example, split menus [5] organize frequency of menu selections. In split menus, a menu item is
copied to the top of the menu if the menu item is often selected.

Repetition patterns of operations can also evolve one’s own user interface. If a certain pattern of
operation was repeated, series of the operation will be stored as a macro. After a macro was made,

the macros will be invoked by a single click of a menu item.

3. Two levels of evolution

Evolution of user interface is classified into following two levels of evaluation.

local evolution, and

global evolution

As we mentioned in the previous section, local evolution is performed by using a single user's
usage log. On the other hand, Global evolution is performed by sharing multiple users' usage logs.

Figure 1 shows a concept of macro sharing. We assume that users' computers are connected to
the server through network. If a user has macros created by local evolution, then macros will be
sent to the server for getting his/her consent. The server stores gathered macros. Each user can

access stored macros.
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Figure 1. Sharing usage logs



Figure 2 shows global evolution. In this example, macro A consists of an operational sequence,
button X, button Y, and menu item Z; and, macro A is stored in the server. If a user 5 clicks button
X and button Y, he/she is noticed that others used macro A. He can choose either making macro A

as his own macro and execute macro A, or ignore noticed macro A and continue his task.
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Figure 2. Global evaluation

4. Discussion

Many researchers have been studied on local user interface evolution as adaptive or predictive
user interface [1][2][3]. On the other hand, global evolution supports users

to notice useful functions that a user is not aware, and

to find fewer steps for achieving a task.

However, macros potentially contain noises such as useless or meaningless operations. If
context of usage of macros is added, noises can be reduced.

When the new version of software is designed for local and global evolutions, this allow
software developers:

find the unique usage and to make it a new function of the software from analysis of someone's

local evolution, and

not to remove popular user interface or functions from most user's global evolution.

5. Conclusion

We have proposed two levels of user interface evolution using usage logs. Local evolution
customizes single user's user interface. Global evolution enables users to share knowledge of the
usage of software and to enhance the usage of the software. Local and global evolutions can

support not only users but also the software developers.
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